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ZX-diagrams are typically represented as adjacency-based graphs, reflecting the guiding principle that “only
connectivity matters”. In the context of formal theorem provers like Coq, however, such graphs are difficult
to reason about, especially when we seek to give them semantics. To address this gap, we build VyZX, a
verified library for reasoning about the ZX-calculus, using inductive constructs that arise naturally from
category theoretic definitions. One of the issues arising from this representation is that we explicitly encode
associativity information that can be an obstacle to reasoning about connectivity. To address this, we present
DCJAC, a solver to automatically reason about associativity structures built on top of the e-graph solver
egg. egg performs equivalence saturation with all possible structural rewrites in an efficient manner. We
incorporate egg into VyZX to allow easy rewriting with the rules of the ZX-calculus.

1 INTRODUCTION

This work introduces VyZX, a formally verified implementation of the ZX-calculus in the Coq proof
assistant. VyZX aims to bridge the gap between graphs, the natural representation of ZX-diagrams,
and the inductive structures necessary to reason about the ZX-calculus in Coq. To do so, it draws
upon the category theory that underlies ZX-calculus and represents graphs using m X n spiders
connected by stack and compose constructors, where Coq’s dependent types guarantee that the
connections are valid. In order to aid reasoning about ZX-diagrams in practice, we also provide
a visualization tool, ZXVi1z, which allows us to see associativity information in the Coq proof
environment.

Reasoning about associativity is a key challenge for formal diagrammatic reasoning. In order
to make VyZX usable in practice, we draw upon the study of E-Graphs [Nelson and Oppen 1980;
Nieuwenhuis and Oliveras 2005], data structures that help us store and reason about equivalence
relations. We can use equality saturation based on E-Graphs to efficiently find rewrite paths by
considering equivalences in states reached using the tools egg and egglog [Willsey et al. 2021;
Zhang et al. 2023].

We give ZX-diagrams their traditional semantics in terms of matrices, using the existing formal-
ization of matrices from QuantumLib [INQWIRE Developers 2022]. This provides interoperability
with a range of verified quantum computing projects, including the SQIR quantum IR [Hietala
et al. 2021a] and the voQc verified compiler [Hietala et al. 2021b]. It allows us to read in quantum
circuits and convert them into ZX-diagrams while guaranteeing that their semantics is preserved.
We use the ZX semantics in order to prove the correctness of a complete equational theory over
ZX-diagrams, specifically the theory presented by Jeandel et al. [2020]. This allows us to then
prove further theorems purely using the ZX-calculus rewrite rules, without directly referring to
the matrix semantics

Verifying the ZX-calculus allows us to build a verified software library based on ZX-diagrams.
The desire to have verified software has inspired the CompCert verified C compiler [Leroy 2009]
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inout : N a: R inout : N a: R
Zinout a : ZX in out Cap : ZX 02 Cup : ZX 20 Xinout « : ZX in out

Wire : ZX 11 Box : ZX 11 Swap : ZX 2 2 Empty : ZX 00

ZXg : ZX in mid zX1 : ZX mid out ZXg : ZX ing outy zX7 : ZX in; outy

Compose zXg zXq : ZX in out Stack zxg zx7 : ZX (ing + iny) (outy + outy)

Fig. 1. The inductive constructors for block representation ZX-diagrams

and also led to verified quantum optimizers like vogc [Hietala et al. 2021b] and Giallar [Tao et al.
2022], the latter of which verified components of the popular (and buggy) QISKIT compiler [Tao
et al. 2022]. In addition to allowing us to write a verified PyZX-style optimizer [Kissinger and
van de Wetering 2020], VyZX can serve as a platform for connecting the various Z* calculi and
their applications [Backens and Kissinger 2019; Hadzihasanovic 2017; Shaikh et al. 2023],without
losing confidence in the tools’ correctness.

2 VYZX

Reasoning about a graphical process theory like ZX inside a proof assistant is difficult. As in most
graphs, our main concern is connectivity, but these processes have semantics, meaning that we
need a way to construct diagrams that enforces a consistent order between the graph’s nodes. To
find a suitable inductive definition, we turn to the category that underpins the ZX-calculus and
use categorical definitions to inspire our inductive constructors. Specifically, ZX-diagrams are a
symmetric monoidal category [Joyal and Street 1993; Selinger 2010], which corresponds to string
diagrams, meaning that they can be described by a small set of inductive constructors, along with
the Z and X spiders that are the distinguishing morphisms of the ZX-calculus. This gives rise to
the inductive definition of ZX-diagrams in Figure 1.

To assign meaning to our syntactic constructs, we construct a semantic evaluation function
[.]:zxnm— C?"*2"; a ZX-diagram with n inputs and m outputs semantically evaluates to a matrix
of size 2™ by 2" (see Figure 2). Our semantic functions are built using QuantumLib’s [[INQWIRE
Developers 2022] matrices and complex numbers. We define the equivalence relation proportionality:

¥ (zxp,ZX1 : ZX N M), ZXq o zXq := Jc € C, [zxo] =c - [zx1] Ac # 0

We show within Coq that this is an equivalence relation and that Stack and Compose are parametric
morphisms [Sozeau 2023], meaning that we can safely rewrite using proportionality within ZX-
diagrams. Using the definition of proportionality, we can then prove facts about the ZX-calculus.

In contrast to conventional proofs in ZX-calculus, where one reasons about ZX-calculus through
the lens of adjacency, we must also reason about stacking and composition. A common challenge
in dependently typed programming shows up, as we require precise equality of dimensions across
proportionality and the composition constructor. In practice we often however find ourselves with
non-trivial semantic equality of dependent type arguments. To bridge this gap, we define a function
called cast with the following type:

cast (nm : N) {n'" m" : N} (prfn : n=n") (prfm : m=m') (zx : ZX n'"' m') : ZX n m.

3 DISTRIBUTIVITY, CAST, AND ASSOCIATIVITY IN COQ (DCJAC)

When reasoning automatically about equalities, we often want to avoid repeatedly computing
proofs to/from the same state while obtaining a complete list of equivalent expressions. This is
where E-Graphs [Nelson and Oppen 1980; Nieuwenhuis and Oliveras 2005] come in. E-Graphs
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[Empty] = I1x1 [Wire] =Ly [Box]=H [Cup] =[1,0,0,1]
[Swap] = [00)¢00] + |11)(11] + [01)(10| + |10){01|  [Cap] = [1,0,0,1]7
[Z nma] =027 0% +e*|1)*" 1|®" [Xnma]=H"X[Z nma] x H*"
[zxo & zx1] = [zx1] X [zxe]  [zXo T zx1] = [zxo] ® [zx1]

Fig. 2. VyZX semantics

represent each equivalent state of an expression as an equivalence class, where each equivalence
class contains a set of “equivalence nodes”. For a deeper introduction intro E-Graphs as relevant to
equality saturation, please refer to Willsey et al. [2021].

In 2021, Willsey et al. developed egg, a tool to perform equality saturation [Tate et al. 2009] on
E-Graphs. Instead of having to either guess or try all rewrites concurrently, equality saturation uses
the E-Graph structure to bound the search space. Then rewrites are repeated on new equality class
until a fixpoint or timeout is reached. On top of the egg E-Graph saturation tool, egglog [Zhang
et al. 2023] is a prolog/datalog-style DSL that abstracts the underlying egg representation. With this
abstraction egglog can also perform optimization on the E-Graph terms. In VyZX, we choose to use
egglog over egg, due to the representation allowing to express conditional rewrite rule in a more
conducive fashion. In its current state, egglog does not support proof extraction; though, this is a
planned feature. Hence we build proof trees within egglog to be able to create formal proofs in Coq.

Within egglog we encode VyZX diagrams along with dependent type information. Using these
data structures we are able to represent VyZX rules and use egglog to automatically find the
equivalence of two diagrams. We encode rules related to associativity, casts, and distributivity to
remove proof overhead arising from these synatic constructs.

4 FUTURE WORK

In the future, we hope to abstract the work done in VyZX to talk about a broader range of categories
and their corresponding diagrammatic representations. Examples of these include non-symmetric
braided monoidal categories for knot theory, cartesian closed categories for simple type theory,
and symmetric bimonoidal categories for linear algebra. By using typeclasses, we can generalize
these automated structural rewrites to work for arbitrary instances of the appropriate typeclass. We
hope to not only improve our visualizations once we can ignore associativity information, but also
include a practical graph representation, with semantics-preserving translations between adjacency
lists and our inductive structure. This will allow these diagrams to be viewed and manipulated both
as syntax trees and as graphs themselves. We also hope to expand DCJAC to be able to solve more
complicated VyZX equalities. For that we want to be able to dynamically supply lemmas and have
DCJAC automatically encode them into egglog.
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